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ABSTRACT
The purpose of this paper is to illustrate component-based visual simulation model development using the Visual Simulation Environment™ (VSE) software product. Two libraries are presented: clock library and distribution library. The clock library provides reusable model components for representing date and time in the Gregorian calendar. The distribution library provides reusable model components for simulating parts distribution systems. We have developed a VSE model of a parts distribution system of a local company in Blacksburg, Virginia, by way of reusing from the clock and distribution libraries. The simulation project illustrated the value and importance of component-based model development under the object-oriented paradigm.

1. INTRODUCTION
Component-based development is becoming increasingly important (Brown 1996). It increases automation and productivity in simulation model development by enabling: (a) quality and reliability improvements in simulation models, (b) reduced time to develop and test simulation models, and (c) cost amortization through simulation model component reuse. Model factories can be established that manufacture model components that can be reused by others in the development of a model.

A component-based simulation modeling marketplace can be established so that the customers of the simulation industry can observe large economic benefits such as reduced costs, increased quality, and interoperation. This technology increases the productivity of simulation modelers by enabling increased quality through specialization and improved focus on problem solving instead of simulation programming. It broadens simulation markets for model producers by enabling: (a) creation of systematically reusable simulation model components, (b) increased simulation model and other software interoperation, and (c) easy adaptation for use in international markets.

We use the Visual Simulation Environment™ (VSE) software product (Balci et al. 1998; Orca Computer 1999a,b) to illustrate component-based model development in this paper.

Section 2 presents two libraries providing reusable model components for representing date and time and parts distribution systems. Section 3 describes the parts distribution model built by way of reuse from the two libraries. Concluding remarks are given in section 4.

2. COMPONENT-BASED MODEL DEVELOPMENT

This section presents two libraries providing object-oriented reusable visual simulation model components.

2.1 The Clock Library

Generally two types of time flow mechanisms (TFMs) are used in simulation models: fixed time increment TFM and variable time (or event) increment TFM. Under each TFM the simulation time is usually represented as a real number. The unit of time is implicit. The modeler defines what the real number represents which can be seconds, hours, or days. Once a time unit is selected, that unit is uniformly used throughout the entire model.

In some cases, however, it is necessary to represent the time with respect to calendar date and time for ease of model development. For example, in a parts distribution system the distribution schedule is created by using dates and times. Following the VSE paradigm of “What you see is what you represent”, we would like to build the model by using dates and times. Therefore, we have developed a library of reusable model components in VSE for representing the date and time in the Gregorian calendar. The reusable components are shown in Figure 1.
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Figure 1. Reusable model components for time and date

The library provides a class, a set of methods that allow the manipulation of dates in the Gregorian calendar, and a mechanism to use the simulation clock as date and time. The reusable components allow the display of the simulation clock in the calendar in different forms as shown in Figure 1. Many options are available. The modeler can display only the time as well as the whole information of the calendar. The format of the date and the time can be modified.

A modeler who wishes to use the components in the library makes his or her new model depend on the library model. The palette window of the new model shows the reusable components of the clock library as shown in Figure 1. Then the modeler clicks on a reusable component, drags and drops it in the new model to reuse it. The behavior and characteristics of each component are provided in the class.

The modeler can change the functionality of a particular reusable component. In the clock library’s class hierarchy, a class can be subclassed and new methods can be created. Creating a method with the same name of an existing method overrides it.

In using the library, the modeler should specify the date and time corresponding to simulated time zero in the Input Data window. If the simulation model is a terminating model then the date and time of the simulation termination must also be specified in the Input Data window.

The modeler also specifies a time increment $\Delta t$ at the end of which the clock display is updated. Selection of the $\Delta t$ value affects the execution speed and should be determined accordingly.

2.2 The Distribution Library

This library has been developed for the purpose of facilitating the development of simulation models of parts distribution systems. A parts distribution visual simulation model can easily be developed in VSE with no programming by way of reusing model components from this library.

The library provides the following reusable model components: container, stock, packaging area, unpackaging area, waiting area, and operation area as shown in Figure 2. Each component is described below.

2.2.1 Container

A container is a dynamic object that physically moves from one point to another during simulation and contains items belonging to a specific class DTItem. A container can contain only one kind of item, identified by the attribute contentType. The type of an item is known through its method itemType. Figure 2 shows two container components: shallow (non-decomposed) or deep (decomposed). If it is deep, a container can contain instances of the class DTItem, whereas if it is shallow, it cannot. In the second case, the items are only represented by a number, the quantity of items the container contains.

2.2.2 Stock

A stock is a static component. Like a container, it can contain items belonging to the class DTItem. Unlike a container, a stock can contain several kinds of item. Information about items is classified according to the item type. For instance, the number of items in the stock is directly known by the item type. Global information is also available such as the total number of items in the stock.

The stock has a particular behavior. A message can be sent to the stock asking the release of a particular item. If the requested item does not exist in the stock, optionally the stock can first create the item and then release it. Data is collected on all new creations of stock. Usually, this information is outputted at the end of the simulation as the number of items of a given type needed in the inventory in order to meet the customer demand.

Like containers, a stock can also be shallow or deep. In the case of a shallow component, only numbers represent the items in the stock.
2.2.3 Packaging Area

A packaging area is a static component. A container arriving on it is automatically filled with items from an associated stock. Items put in the container correspond to the type of item the container can carry. This area can manage real items, i.e. deal with deep containers and deep stocks, as well as virtual items, i.e., deal with shallow containers and shallow stocks. Of course, the combination deep stock and shallow container, or vice versa, is incoherent. Finally, like many components of this library, the area can be deep or shallow.

2.2.4 Unpackaging Area

An unpackaging area is a static component. A container arriving on it is automatically emptied. The container’s items are moved to an associated shape that can be a stock. Like the packaging area, this area can manage real items as well as virtual items and the combination deep stock and shallow container, or vice versa, is also incoherent. Finally, like all the components of this library, the area can be deep or shallow.

2.2.5 Waiting Area

In packaging and unpackaging areas, there can be only one dynamic object present at the same time. So, to control the access to such areas, there is the waiting area, which represents an area where dynamic objects wait before moving to an area accessible for only one object. Like all of the components of this library, the area can be deep or shallow.

2.2.6 Operation Area

This component represents just an area where a dynamic object can spend a given amount of time. The aim of such a component is to represent the dynamic object undergoing an operation for a given time. This component can be deep or shallow.

3. THE PARTS DISTRIBUTION MODEL

We have developed a VSE model of a parts distribution system of a local company in Blacksburg, Virginia, by way of reusing from the clock and distribution libraries. The company manufactures parts that are stored on pallets. The pallets are loaded into trucks for transporting to customer plants in the US and Mexico. The objective of the simulation study was to estimate the number of pallets needed to distribute all manufactured parts to all customer sites.

The top-level component of the VSE model is the US map. The map component contains deep components representing the customer plants, the manufacturing company, and the parts washing facility. A clock component is reused on the layout of the top-level component from the clock library. The top-level component class has a method to read Microsoft Excel files containing data about the orders of the customers and the weekly schedule of the pick-ups. At the beginning of simulation, the order and schedule data are read in and all associated dynamic objects are instantiated. Trucks and pallets are represented as dynamic objects.
When a truck arrives, it is moved to a waiting area for the dock stations. A waiting area exists for each dock station associated with each kind of shipment. If a truck is empty, the kind of shipment it will contain is determined according to its destination. But if the truck contains pallets, the kind of shipment is defined by the type of the pallets.

The movement of the trucks between the plants is based on a weekly schedule showing the pick-up day and time of the week and a destination location. Trucks arrive in customer plants to deliver the parts and pick up dirty pallets and bring them to the washing facility. After they are washed, they are delivered to the manufacturing company.

When a customer orders parts, parts are produced according to the expected delivery time. The order triggers the preparation of pallets to transport the parts. The pallets are brought from the inventory and the manufactured parts are loaded on the pallets depending on the part type that requires a specific pallet. Then, the pallets are moved to the stock of prepared pallets which are picked up by a truck for transportation to a customer plant.

If the desired pallet is not in the inventory, a new one is created in the simulation and the statistics is updated. Note that the objective is to estimate the number of pallets needed for a distribution.

The pallets are delivered to the customer plant and put into “operation”. This “operation” corresponds to the situation whereby the customer unloads the parts and uses them in the assembly line. We assume that at the end of the “operation” the dirty pallets are available for pick-up by a truck delivering parts to the customer plant. The dirty pallets are loaded into the truck and transported to the parts washing facility nearby the parts manufacturing company.

When dirty pallets arrive in the washing facility, they are moved to the washing line. The start of the washing of a pallet is symbolized by its arrival in the StartWashingArea component, belonging to the class StartOperationArea. The pallet is moved to the EndWashingArea component, taking some time corresponding to the time the pallet spends in the washing facility.

4. CONCLUDING REMARKS

Component-based model development enables a modeler to build a model by way of reuse with no programming. Component-based technology can only be achieved by using the object-oriented paradigm. The Visual Simulation Environment™ software product enables component-based visual simulation model development with its fully and truly object-oriented capability inherent to its conceptual framework.
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